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Abstract

Purpose – The purpose of this paper is to investigate the transferability of the open source principles
of product development from the realm of software to the realm of physical products.

Design/methodology/approach – Based on the inherent differences between software and
physical products, a theoretical discussion of the challenges that face the implementation of open
source principles in the physical world are provided. A multiple case study methodology is adopted to
provide insights into the applicability of the open source concept in product development outside
software.

Findings – Many of the challenges identified theoretically are actually encountered in practice. To
cope with these challenges effectively, hardware design activities can be translated into software
development tasks, using programmable hardware. When dealing with open source projects in the
physical realm, it is useful to distinguish between projects driven by commercial firms and those
driven by individuals, as each project type can impose different conditions on successful
implementation.

Originality/value – Although much scholarly attention has been devoted to open source software,
the issue of transferability of the identified principles to other industries has undergone little in-depth
research. This paper provides a solid foundation for further investigation of this topic based on theory
and empirical case examples. It derives recommendations for industrial experts wishing to benefit
from the open source model in new product development.

Keywords Computer software, Product development

Paper type Research paper

1. Introduction
Over the last decades, firm boundaries have become increasingly permeable, opening
up companies to external partners. This opening process can be witnessed at several
levels, especially business models and new product development (NPD). New business
models are increasingly involving customers into the value adding process.
Build-to-Order and mass customization (Pine, 1993), for instance, integrate
customers into production by enabling them to specify their requirements in terms
of product variety, quantity, and delivery time. These models, if implemented
successfully, enable firms to outpace their competitors (e.g. Abdelkafi, 2008). In
product development, Chesbrough (2006) coined the comprehensive concept of “open
innovation” emphasizing that valuable ideas do not only originate from a firm’s
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internal R&D, but also from other external sources, and that they can be brought to
market from inside or outside the firm. Companies collaborating with external
partners, suppliers and customers in NPD can achieve competitive advantages in terms
of development cost, time, and product quality.

More recently, however, open innovation trends have begun to go beyond
contract-based NPD partnerships to encompass more “extreme versions” of opening
(Gassmann, 2006, p. 227). Firms open their innovation process by freely revealing
product designs to solicit ideas and solutions for modifications and improvements from
hobbyist and professional developers. Due to advances in information and
communication technology, it is no longer necessary that only commercial firms
initiate and control product development projects. In an era, in which social production
(Benkler, 2006) has increasingly gained in importance, loosely connected individuals
collaborate freely over the internet to create high-quality designs or contents. The
online encyclopedia Wikipedia illustrates the power of collaboration via the internet
(Malone, 2004; Tapscott and Williams, 2007). In the realm of software, a plethora of
programs and applications have been developed following the “open source model”
(Osterloh and Rota, 2007). According to this novel development model, geographically
dispersed programmers improve the source code and freely reveal their results, thereby
contributing to the common code base.

The open source model has proven to be successful in the software realm (Baldwin
and Clark, 2006). A fair body of research investigates many facets of the open source
software (OSS) phenomenon, particularly the motivations of developers to contribute,
project governance, and the role of open licences as a crucial institutional foundation.
Although much of this work assumes that at least some aspects of the OSS model can
be generalized, little is known about the transferability of this model to the
development of physical products. Because of inherent differences between software
and tangible products, there is little evidence that a process serving for the creation of
operating systems can be emulated in car development. More importantly, little is
known of the factors influencing the success of such projects.

This paper aims to investigate the transferability of the open source model of
development from the software industry to the world of physical artefacts. To achieve
this goal, we structure the paper into eight main sections. Following this introduction,
we present a brief description of OSS. Section three provides a theoretical analysis of
the transferability of the open source model to the physical realm. Starting from the
differences between physical products and software code, we trace the challenges that
may face the creation and production of physical products according to open source
principles. In section four, we describe the methodology of our empirical work. Section
five provides an overview of five case studies that apply the open source model to the
development and/or production of physical products. In sections six and seven, we
discuss the case studies and make recommendations for industry practice. Section
eight concludes and provides directions for future research.

2. Open source software
The free software movement was initiated in the 1980s by Richard Stallman. The word
“free” refers to the freedom of download, utilization, modification, and redistribution of
source code. According to Stallman (2002, p. 34), free code does not only save users the
price of proprietary software; it also eliminates wasteful programming efforts that can
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be reallocated to advance the state of the art. To avoid confusion of “free” with “gratis”,
the term “open source” has been introduced. What is crucial for collaborative OSS
development is the revelation of software in the form of source code. If only the
machine code – a chain of binary digits that result from the compilation of source code
– is made available, code inspection, modification and improvement become
impossible.

There has been a large body of research investigating the OSS phenomenon. A
question that especially interests researchers concerns the motives inducing
geographically dispersed developers to write code and thereby advance the
development project without any expectation of recompense. Intrinsic motivation
and altruism – the wish to help others – are factors that drive developers to contribute
to the production of software. The resulting software programs sometimes exhibit
stronger performance than any competing proprietary code (Benkler, 2006).

Currently, over 170,000 projects are registered at the SourceForge web site. Many
OSS projects such as Linux, Mozilla Firefox, Apache web server, and MySQL provide
evidence of the potential of this new phenomenon for success, while a majority of OSS
projects never attract a sufficient number of co-developers (Healy, 2003).

Successful OSS projects feature many typical practices. Raasch et al. (2008) identify
five groups of features that matter when initiating such a project:

(1) the motivation of developers;

(2) the conditions of contributing, e.g. rules of access to the community;

(3) information sharing;

(4) project governance and organization, e.g. self-organization or leadership; and

(5) technical prerequisites of the object under development and of the tools
enabling co-design, coordination and communication.

The OSS model of development has been discussed within different contexts and
intersects with other models of collaborative development, introduced in the
innovation and technology management literature. For instance, the
private-collective innovation model by von Hippel and von Krogh (2003) describes a
concept, in which private resources are spent to contribute to the production of a public
good. Within OSS development projects, innovations are created because software
programmers are investing their own resources in order to write source code that is
made available to everyone for free. Similarly, the “commons-based peer production”
concept by Benkler (2006) overlaps with OSS model. “The quintessential instance of
commons-based peer production has been free software” (Benkler, 2006, p. 63). In
Benkler’s model, the inputs and outputs of the development process are shared freely,
whereas individual action is self-selected and decentralized. Consequently, the OSS
concept can be seen as an instance of more comprehensive models that may not only
serve for the development of software, but also for the creation of any type of products.

3. Beyond open source software: open source development in the physical
realm
3.1 Open source development outside software: some preliminary thoughts
The term “open source” is related to the source code, which is downloaded, used,
modified, and distributed free of charge. The production of purely physical goods,
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however, does not involve any source code, but technical drawings and manufacturing
specifications. Consequently, it is not accurate to use the open source term to designate
tangible goods that are designed in an open and collaborative way. It should be noted
that a generally accepted terminology for this new field of application has not been
established yet, although the term “open design” (Vallance et al., 2001) is becoming
more widely used.

Viewing the physical and digital realms as unrelated worlds is inappropriate
because software has increasingly permeated physical products. In many industries,
products are a combination of both hardware and software. Hardware functionality
can be altered by installing modified or new software on electronic devices. Shirky[1]
therefore notes that “[a]n increasing number of physical activities are becoming so
data-centric that the physical aspects are simply executional steps at the end of a chain
of digital manipulation.” In general, products can be placed on a continuum, reaching
from pure hardware to pure software. Consequently, a project following open source
principles of development may simultaneously tackle hardware and software designs.
The community then creates, modifies, and distributes software code as well as
product design and documentation such as technical drawings.

The software content of physical products may vary depending on the type of
industry. No matter how much digital code is embedded into the product, many
product functions cannot be performed unless the artefact has a physical existence.
Therefore, we should provide compelling arguments why the open source model of
product development, as pioneered in the software industry, can be applied to a world
that is purely physical.

First, “physical products consist of knowledge and information at the design stage
– one can freely reveal CAD models of an airplane design as readily as one can freely
reveal software code” (von Hippel and von Krogh, 2003, p. 219). Second, suitable
communication technology, promoting smooth information exchange and
collaborative design among geographically dispersed developers, is available for
many fields. Third, communities around physical products, especially user groups
collaborating to improve existing products and develop new artefacts, have been
around for a long time (Lerner and Tirole, 2002). von Hippel (2005) goes further to state
that most important innovations originate from product users. Note, however, that
open source and user-driven innovation projects exhibit a small difference, but with
substantial consequences. Open source projects do not restrict participation to product
users and involve the participation of any individual or group who can benefit the
project. Therefore, the base of participants can exceed the base of contributors in
user-driven projects, thus imposing several management and coordination challenges.

Some authors explicitly refer to the applicability of open source principles outside
the software realm (Garcia and Steinmueller, 2003; von Hippel/von Krogh, 2003;
Shirky, 2005; Maurer and Scotchmer, 2006; Carr, 2007; Chesbrough and Appleyard,
2007; Nuvolari and Rullani, 2007). For instance, Ulhøi (2004, p. 1108) states that “open
source innovation is not only confined to the domain of software development, which is
the impression one may easily get from the still rather limited literature on open source
projects.”

Because the academic literature covering this subject is still scarce (one notable
exception is the work of Hope (2004) in the field of biotechnology), we conducted a set
of preliminary interviews with more than 25 experts from academia and practice to
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better understand the concept. Our investigation led to the conclusion that the
dimensions that matter when studying the feasibility of open source projects in the
physical realm are the properties of the object and the characteristics of the developer
community, independently of the type of industry.

Recapitulating, we have advanced some arguments supporting the assumption that
the open source model of development can be applied to fields other than software.
Nevertheless, many questions remain unanswered: For instance, are all the principles
of OSS development transferable one-to-one to the physical realm? Are there any
barriers that impede this transfer? What are the peculiarities of the digital world that
may particularly favor open source development? Conversely, are there characteristics
of physical goods that are alien to software and may be conducive to open source
development? In this paper, we mainly focus on the challenges and barriers that face
the application of open source principles to the development of products in the physical
world.

3.2 The differences between physical and software products
To investigate the transferability of open source principles to the physical realm, we
begin by examining the differences between software and tangible products, focusing
on factors supportive of open source development in the digital world. These
differences can be used to examine how far these factors are expected to prevail in the
development of physical products.

To determine these differences, we should note at first that software represents an
information product. At the machine level, software is merely a chain of zeros and ones,
and in the mathematical theory of communication, pioneered by Shannon (1948),
information is also represented by binary digits. Consequently, software inherits all the
properties of information, which have been widely discussed in the academic literature
(e.g. Shapiro and Varian, 1999).

In total, we identify nine essential features discriminating between software and
tangible products: lifetime, modularity, material supply, production, distribution,
inventory, replication, cost structure, and patenting. For ease of exposition, we
integrate material supply, production, distribution, and inventory into one feature
called supply chain.

Lifetime. In contrast to the world of digits, the world of atoms obeys the laws of
physics (e.g. Springer, 2008). Physical products wear out due to friction, for instance,
but software does not. Therefore, tangible products have limited lifetimes, whereas
software can be used indefinitely. Software is replaced not because it is no longer
functional, but because more powerful versions have been released (Carr, 2004).

Modularity. The pace of the development of artefacts, be they in the digital or
physical world, is accelerated, if designs are modular (e.g. Ericsson and Erixon, 1999).
Modularity means that the artefact’s building blocks are loosely coupled, in the sense
that interactions between modules are minimized (Baldwin and Clark, 2000; Baldwin,
2008). Software is, in fact, written in programming languages that promote loose
coupling and independence of software modules. Object-oriented programming
languages, in particular, increase software modularity and data abstraction; they also
support encapsulation due to rigidly defined and strongly enforced interfaces to objects
(Muckelbauer and Russo, 1995). Another programming paradigm that further supports
software modularity is aspect-oriented programming. Modularity research in physical
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products concentrates on development methods that drive object modularity
(Abdelkafi, 2008). Most methods, however, provide guidelines to modularize an
existing product. We are aware of a single method (Dahmus et al., 2001) that supports
the design of modular architectures and can be applied at the very early stages of
product development.

Supply chain. A physical product cannot be created without an adequate supply
chain. The network of upstream suppliers should be coordinated to ensure a smooth
movement of materials from one step in the supply chain to the next. The production
system transforms the input factors such as materials and components to a tangible
output, which is transported to the final customer via various distribution channels.
Along the supply chain, stock points hold inventories of components, sub-assemblies,
and finished products. In contrast, software is “manufactured” as it is written;
programmers can run the code, test it, and improve it, using a computer and a compiler.
Because software is a set of binary digits, it only occupies a server or disk drive space,
but does not induce any inventory in the traditional sense. Furthermore, distribution is
supported by the internet. The program can be made available instantaneously to all
internet users.

Replication. In contrast to physical products, digital software can be copied
perfectly. The same digits can be reproduced indefinitely without any loss of quality.
In the area of manufacturing, however, the output quality of the production process can
fluctuate considerably.

Cost structure. The cost structures that are induced by manufacturing and software
production are very different. The cost of the first software copy is very high, whereas
the marginal cost of any subsequent copy is extremely low (Shapiro and Varian, 1999).
Physical products are different in this regard. While there is also high up-front
investment and high design cost, marginal costs still represent a substantial portion of
total costs, in spite of scale economies and learning curve effects.

Patenting. The speed at which software development is conducted is very high. The
prediction that patents slow down the pace of innovation in the software industry is
one of the reasons why Stallman (2002) considers software patents disadvantageous.
Patented code and algorithms prevent the use of the underlying ideas without the
express permission of the patent holder during the period of 20 years after their
creation. Patenting has been transferred from the physical to the digital realm without
considering the peculiarities of software products and the process by which code is
developed (Stallman, 2002) (see Table I).

3.3 Transferability of open source to physical production: a theoretical viewpoint
Based on the specific features of tangible products and software, we can analyze the
question of transferability from a theoretical viewpoint. As will be shown in the
following, most of the identified differences impede this transfer and represent a
barrier against the application of open source principles to the physical realm.
Moreover, we identify an additional factor, principally related to the hacker culture that
render software more suited to accommodating open source principles than physical
products.

The impact of lifetime differences on transferability. Product lifetime is related to the
issue of warranty. As physical products cannot be functional forever, manufacturers
guarantee to their customers that products can operate adequately for at least a certain
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time period. During this period, if they are defective, a replacement or a reparation
service is offered free of charge. Customers expect this service, even when the product
is developed according to open source principles. This service, however, can induce
additional costs that the open source project may not be able to shoulder. These costs
are particularly high, if the maintenance service should be carried out on site. Software
code, by contrast, is downloaded and run for free whereas maintenance or upgrade
services (e.g. version updates and patches) can be distributed over the internet at
virtually no cost.

One of the factors contributing to the unprecedented success of Linux is that a set of
businesses providing maintenance and administration services have developed around
the operating system (e.g. Weber, 2004). Therefore, can such a model, which consists in
giving products for free to all customers and then making money by selling services
around it, work in the physical world? This depends on the fact if the revenues over the
product lifecycle compensate initial product costs. Furthermore, at the start of the
business capital is necessary to bridge the first period of no revenues, when products
are manufactured and shipped free of charge.

The impact of modularity differences on transferability. A further important feature,
at which physical products and software can differ, is modularity. Since a modular
product is decomposable into modules, the whole development task can be split into
independent and granular activities with low levels of complexity. In the open source
context, modularity implies that projects can be divided into small subprojects, on
which dispersed designers can work autonomously. Software has the advantage of
being produced within a framework that supports modularity. By analogy,

Product type
Feature Software Physical good

Lifetime . . . . . . is unlimited . . . is limited
Modularity . . . . . . is driven by object-oriented and aspect-

oriented programming
. . . is very difficult to ensure at the very
early phases of product design

Supply chain
Material
supply . . .

. . . is not needed . . . is needed

Production . . . . . . requires only a computer and compiler . . . requires manufacturing and assembly
equipment

Distribution
. . .

. . . occurs via an information exchange
platform, e.g. the internet
(instantaneously)

. . . occurs via traditional distribution
channels (after production; with delay)

Inventory . . . . . . consists of a chain of digits placed on a
data storage medium or uploaded on a
web server

. . . consists of components, semi-finished,
and finished products placed at many
stock points along the supply chain

Replication . . . . . . is perfectly done by making copies of
binary digits

. . . is not perfectly done because the
outcome of the production process
fluctuates

Cost structure
. . .

. . . involves low (almost no) marginal
costs

. . . involves marginal costs representing
a substantial portion of total costs

Patenting . . . . . . is ambiguous and represents a barrier
against software development as it
strongly inhibits incremental innovation

. . . is less problematical than in software,
as long as one product leads to one patent

Table I.
The differences between
software code and
physical products
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programming language for software is comparable to matter in tangible goods. To see
the advantage of software in this regard, one should imagine a kind of matter that
naturally improves the modularity of physical products.

The impact of supply chain differences on transferability. The requirement of a
supply chain, which receives orders, procures components and materials,
manufactures the product, and finally transports end items to customers can
complicate the practical implementation of an open source project in the physical
realm. Manufacturing and assembly require high initial investments that may be
unavailable at the beginning of the project. Furthermore, though many business
functions such as purchasing, logistics, accounting, etc. can be (partly) outsourced, a lot
of efforts and know-how are still required to coordinate the supply chain network.
Running a supply chain effectively and efficiently calls for experienced managers who,
among other tasks, conduct daily business operations (production and inventory
control, management of supply, quality checks, etc.). The lack of resources at the
disposal of an open source project can induce many difficulties of supply chain
management. Software production, however, has not to cope with these challenges, as
writing code in itself does not involve any operational management activities.

The impact of replication differences on transferability. The success of OSS projects
is due, among other factors, to quick bug-fixing: “Given enough eyeballs, all bugs are
shallow” (Raymond, 2001, p. 30). As code can be perfectly replicated and
instantaneously distributed, developers can make frequent and continuous
improvements, the pace critically depending on the release schedule, i.e. the
periodicity of new official releases. In OSS development, code can (and should) be
released early and often (Raymond, 1999). There are two types of releases: stable and
experimental versions. Stable releases are intended for users since they offer stable
functionality, whereas experimental releases serve as a test bed for new features (Lee
and Cole, 2003). For physical products, these soft release practices, which are central to
OSS development, cannot be implemented so effectively. Though technical drawings
can be replicated, modified and released frequently, the product itself usually cannot.
But many design problems and errors in production are not detected until the product
is manufactured. Because of this, rapid problem-fixing is difficult.

The impact of cost structure differences on transferability. Extremely low marginal
costs, virtually equal to zero, render it possible for OSS to be distributed free of
charge. The audience of OSS is not subject to any constraint; every person interested
in the software can make a copy and then run it. In the physical realm, however, a
price is charged, and this evidently restrains product diffusion. Therefore, OSS is
likely to appeal to much more users than physical goods created according to open
source principles. Thus if we measure project success by the size of the community
using the product, OSS projects will do much better. With respect to the
transferability question, the main topic of this paper, this means that projects in the
physical realm will not be able to achieve the same success that known OSS projects
achieved.

The cost issue may also trigger a far-reaching problem. If an industrial firm freely
reveals its designs and initiates an open source project, competitors may use the project
outcome to produce and sell goods, while making profits. Competitors cannot be
prevented from marketing these products and asking for a price. Thus the company
initiating the project is exposed to the risk of profit losses. This risk can represent an
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essential factor discouraging companies from embarking on open source projects. In
the software realm, these issues have been already addressed by adequate and effective
licensing schemes, which are still missing in the physical world.

The impact of patenting and licensing scheme differences on transferability. The
negative impacts of patents on incremental innovation and pace of progress are more
serious in the digital than the physical world. Large software programs with millions
of lines of code typically combine so many ideas and algorithms that the likelihood of
infringing an already existing patent is very high (Stallman, 2002). Consequently, the
problems caused by the patenting system can be expected much harder to solve in
the OSS case. As opposed to expectations, clear licensing schemes have actually
emerged in the realm of software. To regulate the rights and duties of the community,
OSS projects have a whole range of standardized open licences to choose from. To
date, 72 licence texts have been accredited by the Open Source Initiative
(www.opensource.org). Under all licences, OSS code is a commons open for all to
use and modify. Differences lie in the extent to which public property may be
combined with proprietary solutions. In the copy-left model, derived works are
required to be released under the same licensing scheme as the original work. As a
consequence, a software company is not allowed to modify an open source program
and then market it in proprietary fashion. Under the second model, called permissive
licence, the original program and its derivatives may be subject to different licensing
schemes (St Laurent, 2004). In contrast to this well-developed menu of software
licences, licensing schemes for physical products are still to be developed. Markus
Merz, the initiator of the OScar (Open Source Car) project, states that licensing is a
very complex topic, and that it is often difficult to determine, whether the licence
should exclude product commercialization or not[2].

A further factor affecting transferability. In a survey related to the Linux kernel,
respondents state that one of the main reasons driving their participation in OSS
development is their belief that information should be free (Lee and Cole, 2003, p. 645).
This belief is, in our understanding, incorporated in a common culture that many
software programmers share. Raymond (2001) explains the main principles hackers
are supposed to respect in their community. The first principle, for instance, is “write
open-source software” (Raymond, 2001, p. 204). In general, all the principles in the
hacker culture can be said to be conducive to OSS. In the physical realm, however,
there is no noticeable common culture among product developers. We believe that the
absence of such a culture promoting openness and free revealing of ideas makes the
transfer of the open source principles to the physical realm less evident.

This theoretical analysis shows that the inherent characteristics of software are
conducive to the open source model of product development. There are, however, many
projects in the physical realm that are worth investigating. For many of them, a
prototype has been developed; other projects resulted in marketable products that went
into production and distribution.

4. Methodology
Although the number of projects currently using the principles of open source
development in the physical realm is increasing, little scholarly attention has been
devoted to this field so far. The scarcity of works in this area motivates exploratory
research, aiming to generate new knowledge and valuable insights. The case study
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methodology is particularly suitable for exploratory studies investigating new areas
where theory is still developing (Eisenhardt, 1989; Yin, 2003). Case studies represent
the best approach to explore the theories-in-use when existing literature does not lead
to new propositions (Dul and Hak, 2008).

Case studies support theory building and are suitable to examine “how” and “why”
research questions (Yin, 2003). In this research, the unit of analysis is a project
applying the open source principles to develop a physical good. Out of a considerable
number of existing projects, we select five case studies. We argue that five cases are
sufficient to achieve the objectives of exploration. This research should lead to new
insights that may serve as an input to a large-scale empirical study in the future.

Three criteria have been used to select the sample of projects to be considered in this
study. The first criterion is the position of the project on the lifecycle axis, which
extends from development over prototyping and production to sales and distribution.
This criterion ensures that projects at early and advanced stages are available in the
sample. The second criterion is related to the commercial support that the projects
benefit from. Projects initiated by industrial companies have a better access to financial
and organizational resources than projects created by individuals. This criterion is
especially important because the availability of resources is expected to have a strong
effect on the success of a project. The third criterion is related to the degree of
involvement of software development in the project. Some projects only develop open
source software code to be used with the physical product whereas hardware design
remains proprietary closed. Other projects develop both software and hardware
according to the open source principles. In our sample, we consider both types of
projects.

The theoretical analysis presented in the previous sections serves to guide the
development of the case studies. Using the insights from theory, we investigate
whether the difficulties expected to face the projects developing physical products in
an open fashion are actually available in practice. More importantly, are there
additional factors impeding these projects or helping them to overcome the challenges
of developing functional tangible goods?

Our data collection relied on two sources: first secondary data, such as project web
sites and project-related articles, and second interviews with project leaders or
core-team developers. Interviews were conducted based on a questionnaire with open
questions. The responsible persons were contacted via e-mail. After a short description
of our research objectives, the contact person was asked for a telephone interview. If
requested, the interview questions were sent in advance. Then, an appointment for a
phone call was scheduled. The interviews were semi-structured, thus allowing for
additions to the initial set of questions. With this procedure, the interview develops
dynamically depending on the answers of the interviewees. The interviews have been
conducted by November 2009. The interviewed persons had high positions in their
projects. Since the projects were relatively small with a few people in the core team, it
was not necessary to interview further persons to check the accuracy of collected
information. The triangulation of data collection methods: interviews, Internet
websites and publications have principally contributed to increase the reliability and
validity of the results. In order to avoid any information loss, all interviews have been
recorded and transcribed.
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5. Case studies
In this section, we briefly describe the case studies conducted within the scope of this
research. Table II provides an overview of each project, showing the project name,
Internet link to the project website, type of product, stage of the project lifecycle,
position of the responsible person contacted to make an interview with, and all the
information sources used to carry out the case study.

5.1 Openpandora
The Openpandora project has been founded by seven people, making up the core team,
with backgrounds from different disciplines such as programming, design, and
marketing. Openpandora is a handheld pocket gamer. With the integrated Linux
operating system and emulators for Playstation, the console is primarily intended for
games, but can also be used as a mini-notebook, since it is equipped with a keyboard.
The Pandora project has been a group effort with a community of about 30,000 people
at the beginning of the project. The hardware development team designed
openpandora based on specifications requested by potential users. The device is
manufactured by a mass production company and then sent to customers by the
project team. The first production run accounts for about 3,000 units. Concerning
software, people can use the existing programs to run the machine or can modify them
according to their requirements.

5.2 Elphel
Elphel, Inc. was started in 2001 to provide high performance cameras based on free
software and hardware designs. Elphel cameras can be used as an out of the box
solution. Furthermore, Elphel grants its users the freedom to modify any part of the
product. The cameras of Elphel are protected by the GNU General Public Licence,
covering both software and hardware. The licensing scheme protects the user’s right to
create and distribute derivative products. In this way, many applications can emerge
that the company’s founder himself never thought about.

Elphel cameras use Xilinx programmable logic devices. These devices represent a
frontier between hardware and software; they offer the opportunity to apply the
principles of open source software solutions to hardware design (Filippov, 2003).

5.3 RepRap
The RepRap project was initiated by the University of Bath in 2004. It strives to design
and produce a machine that replicates itself; more specifically, a 3D-printer that can
produce most of the parts needed to assemble an identical machine. The price target of
RapRap is US$400 and thus considerably below the costs of a commercial 3D-printer
(about US $20,000). The first fully functional, self-replicated copy of RepRap was
completed in June 2008. Currently, the objective is to reduce the number of third-party
components, to improve the printing technology, and to expand the community.

At the beginning of the project, the community of the volunteers was small. As the
community grew, a core team was formed to drive and coordinate development. Tasks
are mostly self-selected by developers, and decisions are usually taken by voting
within the core team. Both development and production of the 3D-printer are
decentralized, being accomplished by geographically dispersed project members who
communicate over the Internet (Raasch et al., 2009).
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5.4 OpenEEG
EEG (electroencephalography) devices capture neuron feedbacks, enabling the
visualization of the activities of the human brain when doing a mental task. The
outcomes of the project are design plans and software for do-it-yourself EEG devices
available for free. Information on the hardware, technical schematics, bills-of-materials,
building instructions, etc. is posted on the website, and any interested party can use the
plans to build the device. Developers from all over the world are collaborating to
advance the product based on a GPL. Members of the community have also developed
software, which is hosted on their own websites. OpenEEG costs less than one-third of
a similar device on the market. A major issue in this project is security. The project
initiators declare that they are not responsible for any damage resultant from using
OpenEEG.

5.5 Neuros OSD
Neuros Technology is a Chicago-based company with approximately 35 employees. It
sells audio and video devices, among them the Neuros OSD, an open source,
Linux-based, embedded media center. The device records digital content from various
sources and then stores and outputs this content in a standardized format. Neuros
opened its design specifications and development process to a community of users to
obtain feedback, to track bugs, and to promote co-development. Some parts of the
design are not open because they are either outsourced to suppliers or critical to
corporate business strategy.

At present, a new generation of Neuros OSD is being developed. While most of the
work is done in-house, user solutions are integrated as available. Additionally,
contract-based development assignments to users and the shipping of testing versions
(either for free or with costs, depending on development stage) to user developers
support their involvement (Raasch et al., 2009).

6. Discussion
Many of the difficulties of applying the open source principles to physical goods that
we identified theoretically have been confirmed by our field investigation. In this
section, however, we focus on the problems that our theoretical analysis did not reveal
and what the projects did in practice to be successful.

Slow pace of development
Product development in the projects we studied progresses at a relatively slow pace.
Our respondents find it difficult to stick to time plans; in fact, some of the projects did
not even develop a schedule. The acceleration of development speed is rendered
difficult in projects relying on volunteer contributions. Duplication of effort, though
advantageous for product quality, further slows down projects. One interviewee
confirms this problem:

Sometimes we have two people doing similar things or undoing each other’s work or even just
misunderstanding.

Consequently, it is unexpected to see in the foreseeable future that open source projects
design and deliver products requiring high responsiveness. For instance, the fashion
industry should be built on extremely fast supply chain networks. Small delays can
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result in big economic losses for firms in fast-moving industries. Relying only on
volunteers is therefore risky in such an environment, in particular if the community
does not reach the critical mass that ensures fast development progress.

Requirements on Kernel
In order to initiate a project working according to the open source model of
development, a starting point that guides the design efforts is necessary. By analogy to
the kernel, which is the central component in operating systems, we expected that the
basic design from which development in the physical realm sets out will have a similar
structure: a product platform (main product module or “kernel”), around which
developers can create new modules. The platform would correspond to the structural
backbone that serves as the starting point for developing a product. In the
Openpandora, Elphel, and Neuros OSD cases, however, we found that the starting
points – “the kernels” – were not platforms, but complete and functional products.
They were developed internally by the project founders. In the other projects, RepRap
and OpenEEG, product design grows progressively with community contributions.
Combined with the fact that the first three projects pursue commercial interests
whereas the other two do not, one could hypothesize that, at least for commercial open
source projects, a functional, albeit imperfect basic design promises higher success
rates. Projects that are not profit-driven, however, may start with a not marketable
prototype, or even with much less: for instance, a list of requirements to guide the
development efforts. This hypothesis is crucial and requires more in-depth analysis, as
it addresses the least requirements the “kernel” should satisfy when launching an open
source project in the physical realm. In the software area, Goldman and Gabriel (2005,
p. 256) raise a similar issue: Should initial software code work or not? They recommend
releasing functional code, as it better enables incremental improvements. “The classic
complaint about Mozilla in its early days was that the source code Netscape released
was incomplete and could not make a working web browser” (Goldman and Gabriel,
2005, p. 256).

Use of programmable hardware
Open source projects tackling the development of physical products in many instances
do not only deal with hardware, but also with software development. In the
OpenPandora case, for example, the community contributes suggestions to hardware
design, and actively participates in writing code. With programmable hardware, it is
possible to translate some hardware design tasks into software development activities.
It is a way to take advantage of the inherent characteristics of software that are
conducive to open source development. One of our interviewees illustrates the use of
such programmable hardware, as he mentions:

We constantly upgrade the firmware and so you can download and install newer firmware
that includes the code that changes the hardware behaviour.

Similarly, another respondent points out the importance of software in changing the
functionality of hardware:

We discovered that merely by improving the software we can get much better hardware.

Open source
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Supply and manufacturing more challenging than distribution
Based on theoretical analysis provided above, we predicted that open source projects
developing physical products may find it more difficult to cope with distribution costs
than OSS projects. According to the case studies, however, distribution is not the main
problem; supply and manufacturing prove more challenging. First, operational
problems such as inventory, lead times, and quality frequently emerged during our
interviews. A second crucial issue is related to the openness of outsourced components
incorporated in the design. In order for the community to be able to work on their
integration, it is advantageous that the suppliers open their designs. Suppliers,
however, are typically averse to revealing detailed information on their components.
One project leader explains:

If they [suppliers] need to make modifications, we like to ask them to just let us know what
those are; in particular, of course, the PC-board modifications and the firmware modifications.
So we like to have all of this information and we like to have it documented, but there is no
way to enforce that.

When manufacturing is outsourced to third-party manufacturers, an open source
project tends to have little control over production. OpenPandora, for instance,
provided a product upgrade at no extra cost to compensate customers for the Chinese
manufacturer’s delay in production. In terms of manufacturing the RepRap project is in
a unique position. Since the project aims to build a 3-D printer that reproduces its own
components, everybody in possession of a machine can act as parts supplier. In this
case, a model similar to OSS development is possible, since the community not only
develops, but can also produce and distribute many parts of the product.

Product complexity
In the studied cases, product complexity presents a substantial barrier to open source
projects developing physical products. Our respondents mention that complexity
endangers the success of open source projects as it causes coordination difficulties and
increases costs. However, even though an operating system is a very complex system,
it has been developed successfully within the scope of an open source project. It seems
therefore interesting to investigate whether complexity has a stronger impact in the
physical realm than in software. In other words, as we move from purely digital to
purely physical in the continuum of products, do the negative effects of complexity on
project success assume more weight?

7. Recommendations for practice
We are not studying open source development because it is an end in itself, but because
it offers a novel form of organizing for innovation, which may promise advantages
over more traditional models (Demil and Lecocq, 2006). New firms with business
models resting on open source development can emerge to disturb the leading positions
of established firms. Microsoft saw its dominance decline in the field of operating
systems due to the rise of Linux, for instance. Firms like Neuros Technology find open
source development a suitable means to improving their competitive position. In this
section we want to discuss how firms can turn the open source model to use in their
new product development.
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We distinguish between two fundamental models for commercializing products
developed in an open source fashion (Figure 1), depending on when a commercial
company eventually joins the project. In the first model, a start-up or an established
commercial company exploits the outcome of a pre-existing open source project, but
does not participate in the design phase. This commercialization model is successful,
only if the project idea and development work of the community are appealing and
promise sufficient benefits to attract capital. If this is not the case, the project is
unlikely to go into industrial implementation.

The second commercialization model is industry-driven and can be divided into two
sub-models. Either an established company creates a platform to initiate the open
source design of a new, not yet existing product (sub-model 2a); or the company freely
reveals an existing design and invites developers to join an open source
co-development process (sub-model 2b). In both cases, the project benefits from the
available know-how, financial support, and organizational infrastructure of the
initiator.

It is difficult to say which model would be more successful and more frequently
implemented, but so far we could observe all these models in practice. For instance,
OpenEEG is an example of the first model, since independent developers work on
creating and improving software and hardware whereas manufacturing is the
responsibility of a third party producer in England. Model 2a is implemented by
Openmoko, a project that is initiated by a company producing hardware in Taiwan
called FIC (First International Computer) to develop a mobile phone according to the
open source principles. The first and second generations of Openmoko mobile phones
launched in the market by July 2007 and July 2008 were very successful and sold out
within a short period of time. Finally, an example of model 2b is Neuros, which opened
its existing designs to enable distributed volunteers to work on the product.

At this point, many questions may be asked: When should companies open their
designs and initiate open source projects? Are there businesses that are better suited to
open source projects than others? Put reversely, which businesses cannot
accommodate open source principles of product development? What can we learn
from the case studies and what recommendations for practice can we make?

Figure 1.
Commercialization models

of products developed
according to the open

source principles
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Managers who are tempted to apply the principles of open source development in their
companies should realize that even in the software realm many past projects failed.
Very often, management literature focuses on successful examples and overlooks the
large number of projects that never took off. “We tend not to hear very much about the
failures. Only successful projects attract attention, and there are so many free software
projects in total that even though only a small percentage succeed, the result is still a
lot of visible projects” (Fogel, 2006, p. 1). In effect, we clearly see the OSS model at
work, only if we consider successful projects such as Mozilla Firefox or Linux Kernel
(Healy, 2003). Taking both projects as reference when studying the transferability of
open source principles to the physical realm can be misleading, as both projects
benefited from very specific advantages that industrial goods are unlikely to take
advantage of. First, because these programs are essential for running computers and
the Internet, they have the inherent potential of becoming very widespread. Second,
these projects benefited from a critical mass of developers and from network
economies. One main factor that may have favored this is the near-monopoly position
of one specific software vendor. It is the criticism of Microsoft, which was a major
motivational driver for hackers to develop software and to distribute it for free (Lee and
Cole, 2003).

Furthermore, software is a low-involvement product. What actually matters for the
users of computers is that software works adequately. Software rarely conveys a social
status or affiliation, except for particular cases such as gaming communities. In the
physical realm, however, goods can be highly significant to their buyers. For instance,
people are proud of being possessors of goods produced by certain manufacturers. In
some cases, communities and even cultures have formed around brand names. Open
source projects may find it difficult to compete in industry branches, in which the
product success highly depends on the manufacturer’s name. Is it possible for
Openmoko to be competitive with Nokia’s and Sony Ericsson’s mobile phones or that
Elphel achieves such a degree of brand awareness like Canon or Nikon? Many
commercial firms take advantage of their respectable brand names and their
experiences in the industrial sector. Using this line of argument, manufacturer’s
designs appear to be superior to open designs in the physical realm? Consequently,
should managers disregard the open source principles of design? And if not, what does
make open designs an alternative to be seriously considered by industry?

There are at least three reasons, making products developed according to the open
source principles very attractive. First, a new study by Fueller and von Hippel (2008)
shows that community brands are evolving and that their members are willing to pay
price premiums for the corresponding products. Thus, community brands are gaining
in importance and becoming more appealing to customers. Second, in many industries,
consumers are dissatisfied with the manufacturers’ solutions and adapt the product to
their requirements (von Hippel, 2005). Consumers are sometimes well-versed
developers able to introduce technical improvements. Many producers, however, try
to block product “hacking” by keeping their designs closed. Reasons for closed-source
strategies range from safety and warranty concerns to the fear of a loss of profit. In
such industries, those firms opening product designs can provide a high value-added
service to customers, who can change the product in a way it exactly fits their needs.
For one of our interview partners, this is the main argument why their designs are
revealed freely. In general, companies may achieve a competitive advantage, if they
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recognize the benefits of openness in their business. Third, commercial firms can use
the open source principles to create very innovative products, unavailable so far, while
considerably reducing product development risks. Such a project may start with
minimal resources, e.g. a few requirements on the final product. Then, the developers’
community can use these elementary requirements to develop alternative designs and
elaborate detailed specifications. To lead the project to success, however, the firm
should create a communication platform, which enables distributed volunteers to work
collaboratively on the project.

Recapitulating, we believe that the use of open source development in the physical
realm is adequate for technology products whose development can occur at a slower
pace than traditional in-house development. People who are interested in the product
should be less sensitive to delivery times and accept to wait. They buy the product
because they value the possibility of performing modifications.

Furthermore, the success of open source depends on the extent to which people
actively contribute to the project. The more developers are interested in it, the higher
the likelihood that it will succeed. Project marketing is, therefore, an important factor to
attract the attention of potential developers and customers; i.e. open source projects
need to make recruiting a high priority. In contrast to big manufacturing companies
with large marketing departments, open source projects may not have the required
financial resources to increase the awareness level of potential customers. An efficient
way, frequently mentioned by interviewees, is to write articles in magazines and to
attract the attention of press.

The application of the open source model to the physical realm can, for sure, boost
innovation and improve the competitive position of industrial companies. But
successful implementation is not guaranteed. Even in the field of software many
projects failed, making the extrapolation of this concept to industrial goods very
delicate. Therefore, managers should carefully scrutinize the benefits and challenges of
using this model in the case at hand before embarking upon an open source project.

8. Conclusions
This paper investigates the transferability of open source principles of product
development from the realm of software to the physical world. From a theoretical
viewpoint, there is no a priori reason why the concept should be inapplicable to
physical goods. First, physical goods are often information-intensive, especially during
the development phase. At this stage, no physical entities, only product-specific
information is exchanged among developers. Second, user communities around
physical products have existed for a long time. In fact, people have collaborated to
improve and create physical goods before the rise of the open source model. Third,
advances in information and communication technologies facilitate design
collaboration among distributed developers.

Although the open source development of physical goods appears theoretically
feasible, we pointed out that software code benefits from inherent characteristics that
facilitate the application of open source principles and that may not be present in the
physical realm. In particular, software can be self-manufactured and -tested;
programmers only need a computer and compiler. Furthermore, software code can be
instantaneously distributed over the internet. By comparison, physical products are
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more challenging; they require a physical supply chain and high up-front capital
investments.

Our field investigation showed that a considerable number of open source projects
have been launched to date even in the physical world. Our interviews support the
theoretical analysis, directly derived from the specific differences between software
and hardware. One important finding is that projects related to physical products need
not be limited to hardware but may also encompass software development. In some
cases, projects only concentrate on the software side and leave the hardware
components proprietary. The purely physical realm involves problems that may
hinder the project to take off. Therefore, it is recommended, wherever possible, to use
programmable hardware translating hardware design task to a software development
activity. In this way, flexibility increases and the frequency, at which true hardware
changes need to be implemented, diminishes.

The analysis, with its theoretical and practical parts, enables us to derive several
conclusions and to propose recommendations for industry practice. At this stage of
research, however, it is too early to make generalizations. To investigate the degree to
which the principles of open source are transferable to physical goods, not only
successful but also unsuccessful projects should be examined. Nevertheless, it is
frequently difficult to obtain data on project failures.

To define when an open source project is to be regarded successful is a tricky issue.
There are good reasons to state that Linux, Mozilla, Apache web server, and MySQL
have achieved an unprecedented success. But there are more than 170,000 OSS
projects, and where to draw the line between failed and successful projects is not an
easy issue (Comino et al., 2007). None of the examined projects use metrics for the
measurement of success. In the RepRap case, for instance, the single measure is
whether the machine works and whether it can reproduce itself. To illustrate how
difficult the measurement of success can be, one may ask the question: “which is more
successful: a project with ten daily downloads over a long period of time, or a project
with only 100,000 downloads during the first day of its release (Israeli and Feitelson,
2007)?

A possible direction for future research is therefore the development of suitable
metrics that can measure the level of success of open source projects in the physical
realm as well as in OSS. The availability of adequate metrics that capture the success
open source projects is a fundamental requirement to do research with practical
relevance in the future. Using these metrics, it is possible to make a cross comparison
among projects in order to classify them according to their levels of success. The
analysis of successful projects enables one to detect best practices and the conditions
that are conducive to open source development. In addition, a large-scale empirical
study can be conducted in order to generalize the findings concerning the challenges
that face open source projects and the factors that may facilitate implementation in
practice.

During the discussion of the exploratory case studies, we could also derive many
research questions that are worth investigating in the future. For instance, what are the
least requirements on kernel to start an open source project with high chances of
success? Is this dependent on the fact if the project is profit-driven or not? Does
complexity have stronger negative effects on project success, as the product moves
from pure software to a pure tangible product? What are the strategies that can
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accelerate an open source development project? How can responsible persons improve
people’s awareness with the project to get more developers involved in the design task?

For sure, many other questions are worth researching in the future. What we can
retain, however, is that the organization of product development according to the open
source principles can provide companies with an access to a powerful source of
innovation. This source rests on volunteers who, wherever located, can work
collaboratively using an adequate communication platform. We believe that the
success of firms in the future will not only depend on their capabilities of creating
innovations inside their own walls or getting innovations from outside organizations
and institutions, but also on their abilities to accommodate the open source principles
of product development in order to generate innovations.

Notes

1. http://finance.groups.yahoo.com/group/decentralization/message/6967 (accessed 8 March
2009).

2. www.konsensmilch.de/Download.ashx?File ¼ 325cb189-ce8b-493d-aae1-73e30c64733c
(accessed 8 March 2009).
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